1.   综述

应用的迁移主要是系统软件层面的移植（指将某个环境中的事物移动到其他环境，并仍可正常发挥作用）与迁移（指将某个事物的运作方式移动到另一个事物上），而调优则包含国产平台上主机硬件层、操作系统层与软件本身的参数优化。

* 为什么X86应用不能直接运行在ARM平台上？

      例如，使用C语言编写的一个简单的Hello World程序，在X86\_64的机器上编译通过后，将所生成的可执行程序直接拷贝至基于ARM架构芯片的服务器上去执行，会报文件格式不正确之类的错误从而导致程序无法执行，原因是程序的编译平台和和程序的运行平台不同导致的，X86\_64的机器CPU是基于复杂指令集的CISC架构，而基于ARM芯片的服务器的CPU是基于精简指令集的RISC架构的，这两种指令集定义以及执行读取等寻址方式均不同，所以基于其中一种指令集编译得到的程序二进制文件，无法被另一种指令集的机器所理解，也就无法在后一种机器上运行相应的应用。

2.   操作系统软件迁移与移植

2.1.  软件移植到国产操作系统的迁移过程

2.1.1.  软件迁移过程概述

对用户而言，在进行国产化的过程中，底层硬件与操作系统的变更，会涉及上层应用的全面适配与兼容需求，因此进行兼容性评估和适配工作，需要经过以下几个步骤：

1.     软件移植系统信息收集

信息收集的目的是进行难点分析及工作量评估，而需要收集的信息主要包括如下内容：

Ø  硬件信息：整机型号（服务器/终端）、外设、配件等信息；

Ø  软件信息：虚拟化/云平台、操作系统、中间件、数据库、浏览器、控件、第三方软件（开源/商业/自研）、应用架构（B/S、C/S）等信息；

Ø  运行环境：开发语言、开发框架、底层组件、依赖库等信息。

2.     软件迁移分析

在移植前的信息收集完成之后，需要对这些信息进行分析，分析内容主要包括：软件技术栈、开发框架、开发语言、依赖基础组件、依赖库、以及软件代码。

3.     迁移支撑

在软件迁移过程中，操作系统厂商可提供迁移支撑服务，包括：

Ø  组件编译：提供应用底层所需组件支撑；

Ø  技术咨询：提供系统支撑组件包的技术咨询；

Ø  问题处理及协助：针对能定位到具体模块的问题，可提供Demo进行复现分析

Ø  开发文档：提供系统相关API文档和技术文档的输出

4.     性能调优

软件迁移完成，除满足功能需求外，还要在目标系统中满足性能指标要求，通常的性能调优过程如下：

Ø  性能指标测试

Ø  性能指标单项优化

Ø  软件系统业务综合指标优化

5.     测试与认证

软件迁移完成，在软件规模上线应用前，除功能测试、性能测试，同时还要进行压力测试、稳定性测试，保证业务压力测试指标要求。

2.1.2.  迁移前的分析与评估

1.    技术框架

请首先确认产品在原系统上使用的技术框架，在目标系统上是否存在。

Ø  跨平台技术框架

如果采用了跨平台技术框架，比如QT，那么移植相对容易一些。

但需要注意，如果是C/C++技术框架，其SDK是否提供支持目标系统的预编译二进制文件，如果没有，需要首先将技术框架必要的源码进行编译。

如果是纯java或lua之类的解释型语言框架，则无此必要。

如果是混合技术框架，比如java框架中调用了C的类库，需要特别注意类库问题，具体请查看下一小节。

Ø  非跨平台技术框架

如果您的应用使用了WPF这一类特定平台深度绑定的技术框架，而这种技术框架并不支持目标系统，那就需要考虑进行替代开发。

替代开发可以分开来看：

图形库：图形库无法直接迁移，需要重新替代开发，推荐使用qt或electron。

逻辑库：如果使用通用C/C++逻辑库，比如gnu stdc++，可以尝试直接对逻辑库进行绑定开发。

2.    开发辅助工具

需要确认在Windows上的开发辅助工具，在目标系统是否存在，或有替代工具。

2.1.3.  分析软件包依赖库

Linux和Windows分析依赖库的方法是一致的，具体分两点：

1.     开发依赖

如果是C/C++源码，依赖库重点查看头文件，需要查看需求的头文件是否齐备以及版本是否符合。首先查询头文件所属软件包、以及软件包版本，确认版本符合后，安装软件包。

2.     部署依赖

部署时查询方式一致，只是查询的是.so库文件所属包，并填入control文件的depends字段内。

2.1.4.  分析待迁移软件的源码文件

如果是C/C++源码，首先确认是否使用平台特有API，比如win32 API，需要替换为gnu libc/libc++兼容的跨平台api库，例如Direct2D可以考虑替换为SDL。

其次注意是否使用了汇编代码，由于主流国产操作系统支持多架构，尽量避免使用汇编，建议最低级的语言为C。

分析源码文件，如果是C++源码部分，可以考虑按照类逐个分析，提取核心类，优先尝试进行迁移。

一款软件中，一般可以分类为图形渲染引擎、数据库、逻辑脚本库、网络协议库、文字读取和渲染，登录界面等。

Ø  图形渲染引擎：Windows上最知名和常用的directX，主流国产操作系统并不支持，考虑替换为OpenGL或vulkan。

Ø  数据库：一般用作本地数据存储和校验，可以考虑替换为sqlite。

Ø  逻辑脚本库：可以考虑替换为LUA相关的技术框架。

Ø  网络协议库：分为通信库和加密库，加密库一般用的是openssl，这是跨平台的；主流国产操作系统有很多通信库，TCP、UDP支持的都有。

Ø  登录界面：Windows上用wpf的比较多，可以考虑替换为qt或electron。

Ø  字体读取和渲染：可以考虑用freetype替换。

特别注意：如果实在不知道C/C++代码如何迁移，请全部代码用标准C/C++语法和跨平台的类库进行编写。推荐使用C/C++ 11标准的规范，不要使用C/C++ 17或更新。

2.1.5.  平台迁移代码量和工作量

建议按照功能模块，通过分类，进行评估。

每个模块的迁移量和工作量，依据迁移模块数量、开发人员数量、学习时间等维度综合评估。如果有跨平台可重复使用的模块，迁移量会减少。

一般情况下，如果模块难以迁移，工作量可以按照该模块重写一遍的历史工时进行参考计算。

2.1.6.  迁移步骤及具体方法

★ 首先按照功能，对产品进行模块分类。

★ 其次，每一个模块，判断其使用的技术是否跨平台，不是跨平台的部分，挑选替代品继续进行评估。

★ 再次，优先迁移核心模块，确保软件最基础部分能够成功迁移，然后可以将其他模块逐渐迁移完善。

★ 优先在AMD64架构下进行迁移，后续可以针对其他CPU架构编译后，再进行测试和调整。

★ 最后，测试稳定性和性能，然后进行打包。

2.2.  WINDOWS应用分析和移植方式

Windows的系统开发大约已经有二十多年的时间，已经积累了大量的应用开发工具，以及在此基础上开发的应用程序。Windows的应用开发技术也经历了很多变迁，从单机程序发展到C/S架构、B/S架构等。下面就这些应用使用到的语言和技术来分析对应的移植方法。

1.     单机版应用

单机版应用程序相对比较简单，一些老的MIS系统等均为单机版应用。

对于仍在使用的DOS应用程序，在国产操作系统下可以使用dosbox等虚拟环境来运行。

2.     C/S架构的Client端

Client端编程使用的语言和技术都很广泛，针对应用程序所使用的语言不同，移植方法也不同。如果应用程序是由C++编写并且带有图形界面，可以考虑使用跨平台的开发环境QtCreator、Eclipse等，其中根据功能调用或者使用的技术对应主流国产操作系统下的解决方法如下：

Ø  网络接口：支持Berkeley套接字编程，提供C编程接口；提供EPOLL传输框架，同样具备高并发处理能力。

Ø  图形接口：可以替换为gtk，qt，wxWidgets，JAVA等。

Ø  音频接口：可以通过内核提供的系统调用访问声卡驱动，也可通过编程接口如alsa、sox等实现。

Ø  数据库：在国产操作系统上使用国产达梦、金仓或者开源的mysql等，接口有unixODBC，SQL等。

Ø  并发多任务：在主流国产操作系统上同样支持进程/线程概念，符合POSIX标准，支持IPC机制。

Ø  注册表：在主流国产操作系统上每个用户可以使用gconf机制，共用的环境变量可以根据系统配置文件管理。

Ø  MFC，ATL，WTL：可以使用跨平台开发环境，部分需要根据功能编写Linux的插件或corba组件。其中MFC应用可以相对容易地迁移为wxWidgets。

Ø  DirectX：可以使用第三方软件SDL、OpenGL等。

Ø  COM、ActiveX：根据功能不同可以对应到corba、widget、插件等。

有些开发语言的某些版本如果有Linux下相应的开发工具可以对其代码进行重新编译。比如：

Ø  Delphi/C++ builder：kylix。

Borland发布到kylix 3之后没有推进新的版本，所以kylix的使用只能针对Delphi 6及之前的版本。

Ø  VB：可以使用.net迁移向导VB.net，或者使用Gambas（与VB较为类似）重新编写。

在VB编写中，如果没有使用ActiveX、没有和数据库的连接，可移植程度较高。

Ø  Powerbuilder：Sybase曾经推出过Linux版本，并不能保证在相应的国产操作系统版本上能安装，没有对应版本的只能重写代码。

Ø  .net：利用MONO技术迁移到主流国产操作系统平台。

总体来说，这类程序的可移植性较低。

3.     B/S架构的Browser端

主流国产操作系统支持国产360、奇安信浏览器，也支持开源Firefox浏览器，使用中可能遇到以下的问题：

Ø  HTML页面：部分程序页面不符合W3C标准，需要进行测试和少量迁移。

Ø  Java Applet：一般浏览器需要安装相对应的支持库。

Ø  页面内嵌多媒体：主流国产操作系统支持多种媒体格式，如果网页没有调用具体的控件，则网页不需要修改，否则就需要代码调整。

Ø  HTC组件：在主流国产操作系统下可利用moz-behavior特性进行迁移。

Ø  ActiveX控件：只能重新开发为对应的浏览器插件。

2.3.  应用移植分类小结

从上面的分析可以知道，不同的Windows应用移植方法，可移植的程度都不同。从移植的程度来说，分为以下几类：

1.    完全移植

在主流国产操作系统下均以本地代码运行，应用程序安全可靠并且运行效率最高。主要包括：

Ø  跨平台的脚本语言（如PHP、Python等）编写的应用程序，几乎无需修改源代码即可在目标系统下运行。

Ø  跨平台的编译型语言（如Java、C++等）编写的应用程序，几乎无需修改源代码，在目标系统下重新编译即可运行。

Ø  VC、C#、.net等非跨平台开发语言编译的应用程序，在目标系统下需重新开发，成本较高。

2.    虚拟化

使用虚拟化技术是在国产操作系统上再运行一个Windows，无需移植，保证完美运行。虽然虚拟机是效率损失最大的，但是随着硬件虚拟化技术的出现使得效率损失减少，尤其在多核CPU出现后，这种效率损失几乎忽略不计。

不常使用的应用程序，可以应用这种方式，例如某些带ActiveX控件的网站。

在实际移植过程中，要考虑性能、稳定性和移植代价之间的平衡。根据应用、使用环境不同，选择相应的移植方式。

2.4.  应用移植技术难点

1.     硬件适配

硬件适配主要涉及板卡移植和外设移植，由于硬件设计细节由硬件开发商掌握，操作系统厂商仅能根据公开的技术资料开发驱动。一直以来，Windows操作系统都占据市场主导地位，硬件厂商通常自主为其提供驱动，所以在Windows上的硬件能力发挥稳定；而国产操作系统平台暂时不具备市场号召力，只能根据部分硬件资料，参考公开可获得的驱动程序源代码，进行驱动开发和移植工作，通常新驱动都无法完全发挥硬件的全部能力。如果没有相关硬件资料和驱动源代码，通常必须重新选型。

2.     运行支撑库

无论是Windows还是国产操作系统都提供一套运行库，提供应用软件调用，其中尤以3D图形库和多媒体库的需求比较突出。主流国产操作系统提供了一套与Linux兼容的基于XWindow系统的标准图形库，与Unix平台的XWindow接口基本一致。主流国产操作系统所提供的3D图形库主要是来自开源社区的Mesa3D，它是目前唯一免费和开源的OpenGL实现。使用广泛的Windows平台下Direct3D引擎目前暂无对应的适配国产软硬件平台的兼容版本。不过，可以利用开源社区Gallium3D项目。

多媒体库主要提供多媒体格式的编解码器，由于公开资料中相关资源较为丰富，国产操作系统对此的支持较好，但对于原先基于国外操作系统开发的软件，其调用接口将需要调整。

其他的运行库还包括线程库、数学库、字符串处理库等，POSIX都对其进行了较为详细的规范。

3.     字体字库

中文应用的字体字库问题通常会给应用迁移过程带来麻烦，因为主流国产操作系统所能支持的字体及其缺省采用的编码和字体，与国外平台均有所不同。

由于版权关系，Windows平台上的“宋体”、“楷体”、“黑体”、“仿宋”等常用字体文件只能采用字形相似的其他字体文件代替，目前因主流国产操作系统提供了方正和华文字库，基本实现了宋楷黑仿主要字体的显示。为解决字体名不同的问题，主流国产操作系统进行了字体映射配置，应用软件沿用Windows平台的字体名时，也能在主流国产操作系统上以相同字体显示。

但部分Windows平台上常用的字体，则没有相应的可获得授权的可选字体，如微软雅黑字体等，即使采用映射的方式选择其他字体，在字形上也会有所区别，对应用软件而言，就有可能在对齐、排版上带来一些问题。

Windows系统缺省编码通常是GB18030（中文系统），主流国产操作系统缺省编码基本统一为UTF8，在与中文编码相关的应用中，如果未采用标准的国际化处理规程，则可能在应用迁移中带来问题。主流国产操作系统提供了一整套国际化和本地化编程接口，应用迁移时应遵循该接口对字符串进行处理，以避免引入编码错乱问题。

2.5.  迁移中遇到的常见问题及解决

1.     什么是依赖，怎么安装依赖？

所谓的依赖，指的是操作系统在线仓库内的软件包，大部分是动态链接库和头文件，可以避免自行编译，节省开发和部署成本。

2.     怎么调试？

调试工具有很多，比如strace和gdb，strace详细记录二进制文件的运行过程，gdb可以排查二进制文件的运行断点。

建议开发过程中编译带debug信息的二进制文件，方便调试。

3.     开发中需要的xx软件没有，怎么办？

如果是软件的组成部分，仓库中并没有的情况，优先考虑自行编译，也可以联系软件作者提供协助；主流国产操作系统厂商可以分派工程师进行在线协助。

3.   服务器上应用软件移植与国产化迁移

3.1.  应用迁移基本过程

一个应用从X86平台到其他平台典型的迁移过程包括如下三个步骤：

1、技术分析阶段：准备调试编译环境，软件栈分析。

2、编译迁移阶段：搭建编译调试环境，重写汇编代码，修改编译选项，代码编译。

3、功能验证：搭建功能测试环境，全量功能验证。

按照程序源代码到机器指令之间翻译方式的不同，高级语言通常可以分为两类：一类是编译翻译，一类是解释翻译，分别对应着编译型语言和解释型语言。

3.1.1.  编译型语言应用迁移

典型的如C、C++语言，都属于编译型语言，源代码到执行的过程概括如图6-2所示。C/C++编译好的程序是机器指令，由操作系统加载到存储器（一般为内存）后由CPU直接执行。

基于编译型语言开发的应用程序，例如C/C++语言应用程序，其编译后得到可执行程序，可执行程序执行时依赖的指令是CPU架构相关的。因此，基于X86架构编译的C/C+ +语言应用程序，从X86平台迁移到国产平台时，必须使用源代码、经过重新翻译才能运行。

C/C++移植流程过程如下。

1.    获取应用程序源代码。

2.    如果源代码涉及到X86汇编的代码需要使用国产架构汇编重写；汇编程序和C/C++源代码中内联汇编需要重写。原因国产架构指令集不兼容，跨平台执行汇编指令会触发指令异常。

3.    根据使用国产平台编译环境，使用相应的编译工具，编译应用程序。 在国产架构编译环境上，编译方法与X86服务器一致，可使用make、cmake、autoconfig等工具进行编译。对于多数开源软件，执行./configure; make; make install。

4.    如遇到开源项目库不支持国产架构出现编译失败（这种情况极少，一般发生在较旧的项目代码），解决方法包括：修改代码，寻求替代库等。

5.    编译时提示代码错误，可能需要根据平台差异修改部分代码，例如平台类型相关宏定义。

6.    应用程序部署：安装部署、设置系统启动脚本等操作方法与X86服务器一致。

3.1.2.  解释型语言应用迁移

基于解释型语言开发的应用程序，与CPU架构/指令集相关的差异由语言运行环境（即虚拟机或者解释器）进行屏蔽/解决，例如Java、Python、PHP等。Java/Python编译好的程序是平台无关的字节码，由虚拟机解释执行，虚拟机完成平台差异的屏蔽。

将这类应用程序移植到国产架构平台，通常需要两步：
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* 大多数解释型语言开发的应用程序，无需修改即可在国产架构平台上运行。
* Java应用程序jar包内，可能包含基于C/C++语言开发的so库文件，这类so库需要移植编译，移植so库文件后，重新打包jar包，移植编译so库遇到的问题可以参考编译型语言应用迁移的方法解决。

1.    安装语言执行环境。

对于Java是Java虚拟机，对于PHP是PHP语言解释器，对于其他解释型语言，例如 Python、Ruby、Go等，请安装各语言解释器。各语言虚拟机或解释器，需要国产架构版本，其中大多已被操作系统预置，请使用操作系统包管理器检查。如果系统未预置或者预置版本不符合要求，请使用源代码或包管理器进行安装，并参考本文档相关节内容进行移植。

以UOS使用包管理器安装JAVA虚拟机为例：

yum install java-1.8.0-openjdk

2.    执行应用程序。

将应用程序部署在国产架构服务器上，无需修改和重新编译，按照与X86一致的方式部署和运行应用程序。

3.1.3.  制定整体迁移策略

建议在做应用迁移前，先制定好整体迁移策略：

* 收集软件栈信息。

          作为迁移计划和迁移策略制定的输入，软件栈信息包括当前使用的硬件信息，如芯片，服务器型号。软件信息包含，如OS，数据库、中间件、编译软件，自研软件，开源软件，商用软件等。

* 制定具体的迁移策略和计划。

           根据收集好的软件栈情况，针对不同类型的软件，制定具体的迁移策略和实施计划。

3.2.  应用迁移具体方法

3.2.1.  编译工具

3.2.1.1.      开源编译工具

rpm及deb格式的Linux应用软件二进制安装包，是与操作系统版本及CPU架构相关的，因此为X86服务器编译生成的二进制安装包，是无法在国产架构服务器上使用的，需要使用源代码，通过编译工具软件，重新编译为国产架构服务器版本的安装包。对于不同编译型语言开发的软件，应选择对应的编译器进行二进制编译。

编译器选择如下：

* 基于GO开发的软件，推荐使用Golang编译器1.9以上版本（1.8版本在部分场景下存在性能问题）。
* 基于Fortran开发的软件，推荐使用gFortran编译器。
* 基于C/C++开发的软件，推荐使用GCC。

![](data:image/png;base64,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)

* 由于不同版本的编译器对语言标准的支持存在差异，故需检查软件源码所使用的语言标准，选择支持该语言标准的版本。

3.2.2.  编译类型

3.2.2.1.      本地编译

本地编译本地运行，即在直接在国产架构环境上利用gcc等工具，编译出来的可运行的程序，编译完成后直接测试运行。

1.     ./configure 执行编译配置。

configure是一个shell脚本，用来检测你的安装平台的目标特征，它可以自动设定源程序以符合各种不同平台上Linux/Unix系统的特性，并且根据系统叁数及环境产生合适的Makefile编译配置文件或是C的头文件(header file)，让源程序可以正确地在这些不同的平台上被编译连接。

2.     make 执行编译

它从Makefile中读取指令，然后编译。

3.     make install执行安装

它也从Makefile中读取指令，安装到指定的位置。

3.2.3.  C/C++代码移植参考

3.2.3.1.      -m64 编译选项

-m64是X86 64位应用编译选项，m64选项设置int为32 bits及long指针为64 bits，为 AMD的X86 64架构生成代码，在国产架构平台无法支持，编译时报错。

解决方法：

将ARM64平台对应的编译选项设置为“-mabi=lp64”

将LoongArch64平台对应的编译选项设置为“-mabi=lp64d”

3.2.3.2.      configure配置与makefile构建

检查软件源代码是否包含Makefile文件。当软件源代码不包含Makefile文件时，用户可利用自动编译工具，例如Autoconf、Automake和Build工具构建Makefile文件。解压源代码后，进入代码目录检查代码结构，查看是否存在configure脚本，再执行 configure命令：

./configure

如果不存在configure脚本，可通过源码中的自动化脚本生成configure文件。

如果执行过程中存在以下问题，对应的解决方案如下：

* configure文件不包括国产架构选项。

           修改configure文件，增加适配国产架构编译选项。

* 无法识别编译类型。

           执行configure脚本时，提示无法识别编译类型，如下所示：

           configure: error: cannot guess build type: you must specify one

           configure: error: ./configure failed for libltdl

           需要在config.guess和config.sub里增加国产架构的支持。

3.2.3.3.      -march与-mtune编译参数不兼容

Makefile中包含“-march”与-mtune编译参数，国产架构平台上编译提示参数不兼容。

解决方法：

兼容的调整后参数为：

ARM平台：

-march=armv8.1-a -tune=cortex-a72

参数设置指导请参考：<https://gcc.gnu.org/onlinedocs/gcc/ARM-Options.html>

Loongarch平台：

-march=loongarch64-tune=la464

参数设置指导请参考：[https://gcc.gnu.org/onlinedocs/gcc/LoongArch-Options.html](https://gcc.gnu.org/onlinedocs/gcc/ARM-Options.html)

3.2.3.4.      代码中汇编指令需要重写

在追求更高性能或者调用CPU架构相关的特殊指令时，C/C++代码中可以\_\_asm\_\_或asm关键字修饰，直接以汇编指令代码方式实现某些运算功能，这样的汇编代码我们称为“内联汇编”。

由于指令集的差异，X86和国产架构的汇编完全不一样，所以只要涉及X86内联汇编的地方都要移植修改，针对国产架构平台进行相应修改或重写。

内联汇编的写法有两种形式，“asm”和“\_\_asm\_\_”，其中asm关键字是GNU扩展，如果编译时使用-ansi或者-std选项，需要使用\_\_asm\_\_。 volatile和\_\_volatile\_\_是防止编译器优化，通常我们都添加了volatile描述。

asm [volatile] ( AssemblerTemplate

: OutputOperands

[ : InputOperands

[ : Clobbers ] ])

       汇编/指令可参考资料：

1)      X86指令集手册：<https://www.intel.cn/content/www/cn/zh/architecture-and-technology/64-ia-32-architectures-software-developer-vol-2a-manual.html>

2)      ARM指令集手册：[https://developer.ARM.com/docs/100076/0100](https://developer.arm.com/docs/100076/0100)

3)      LoongArch指令集手册：<https://www.loongson.cn/uploads/images/2023102309132647981.%E9%BE%99%E8%8A%AF%E6%9E%B6%E6%9E%84%E5%8F%82%E8%80%83%E6%89%8B%E5%86%8C%E5%8D%B7%E4%B8%80_r1p10.pdf>

4)      内联汇编规则：[https://gcc.gnu.org/onlinedocs/gcc/Using-Assembly-Language-with-C.html#Using-Assembly-Language-with-C](https://gcc.gnu.org/onlinedocs/gcc/Using-Assembly-Language-with-C.html)

3.2.4.  Java软件迁移参考

3.2.4.1.      Java开源软件Maven仓库软件迁移

Maven是Apache下的一个纯Java开发的开源项目，基于项目对象模型（缩写：POM），可以对 Java项目进行构建、依赖管理。通过Maven工具和项目配置能自动化完成对依赖组件的下载和参与构建过程，其中Maven仓的正确配置和使用是构建迁移关键因素。

**Maven仓库搜索顺序**

1)    本地仓库搜索

* 本地仓库找到，直接返回
* 本地仓库没有找到，去远程仓库搜索

2)    远程仓库搜索

* 没有配置远程仓库，去中央仓库搜索
* 远程仓库找到，下载到本地仓库
* 远程仓库没有找到，搜索下一个远程仓，依次类推，如果所有远程仓都未找到，搜索中央仓

3)    中央仓库搜索

* 中央仓库找到，下载到本地仓库
* 中央仓库没有找到，前台打印错误信息

Maven软件构建迁移关键流程：将X86依赖文件替换成国产架构依赖文件，重新构建，直到不包含X86依赖。

3.2.5.  Python代码移植参考

**移植基本步骤：**

***步骤 1***准备Python运行环境：使用国产架构版操作系统自带的Python。

***步骤 2***设置环境变量：设置Python运行时的环境变量

***步骤 3***【可选】编译生成pyc文件（字节码）

***步骤 4***【可选】移植外部依赖库

***步骤 5***【可选】更新代码中新的外部依赖库调用代码

***步骤 6***测试：执行Python源码程序

3.2.6.  Go代码移植参考

3.2.6.1.      Go编译系统迁移

Go编译系统迁移，首先下载最新的国产架构 golang。

下载地址为：https://golang.org/dl/，国内下载地址：<https://studygolang.com/dl>。

将下载的二进制包解压至安装目录，这里以/usr/local为例，

通常需要设置3个环境变量GOROOT（软件包安装在系统上的位置），GOPATH（工作目录的位置、需要根据实际代码目录设置）和PATH（设置Go的bin目录），在.profile或/etc/profile文件设置环境变量如下：

echo "export GOROOT=/usr/local/go" >> ~/.profile

echo "export PATH=$GOPATH/bin:$GOROOT/bin:$PATH" >> ~/.profile

source ~/.profile

3.2.6.2.      Go汇编迁移

一般情况下，在国产架构平台上搭建好编译系统就能直接编译运行代码，但对于存在Go汇编的情况，即\*.s汇编文件，需额外进行迁移。

现象描述：

源码包含X86 Go汇编时，编译报错：missing function body。

Go中寄存器包括通用寄存器和伪寄存器，以下重点介绍伪寄存器。

* 伪寄存器

           X86平台下Go存在四种伪寄存器FP、PC、SB、SP，实际是对内存位置的一个引用。

           FP（frame pointer）：帧指针，保存参数和本地变量，用来标识函数参数、返回值。

           SP（stack pointer）：栈指针，存放栈的偏移地址，它指向本地栈帧的顶部。

           SB（static base）：静态基指针，用来表示全局的变量或者函数。

           PC（Program counter）：程序指针，即处理器中常见的PC寄存器，存储需执行指令地址。

* 汇编代码迁移

           Go编译器会输出一种抽象的汇编代码，这种汇编并不对应某种真实的硬件架构。Go汇编器使用这种伪汇编，为目标硬件生成具体的二进制文件。伪汇编的优点在于更易将Go移植到新的架构上，但即使是伪汇编，X86平台与国产架构平台还是存在一些差异。

3.2.7.  其它代码移植

3.2.7.1.      开源类软件

其他小语种代码移植：

编译型：go

解释型：lua、ruby、php、perl、typescript、javascript

编译型：源码需要重新编译

解释型：源码不用编译，安装解释器即可

**解释器搭建，程序运行环境准备方法:**

1.    操作系统自带解释器软件，直接安装即可使用；

2.    从官网上下载支持A国产架构的解释器软件包，直接解压安装使用；

3.    从官网下载解释器源码，编译后使用。

3.2.7.2.      闭源类软件

1、 获取国产架构版本：

联系商用软件提供商，获取与国产架构兼容的软件版本，重新部署使用，迁移或置换商用license。

2、 无ARM或LoongArch版本：

原商用软件提供商无法提供国产架构版本的，可以替换为其他支持国产架构软件的替代方案。
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